![](data:image/jpeg;base64,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)

МИНИСТЕРСТВО ОБРАЗОВАНИЯ И НАУКИ РОССИЙСКОЙ ФЕДЕРАЦИИ

# ФЕДЕРАЛЬНОЕ ГОСУДАРСТВЕННОЕ БЮДЖЕТНОЕ ОБРАЗОВАТЕЛЬНОЕ УЧРЕЖДЕНИЕ ВЫСШЕГО ОБРАЗОВАНИЯ

**«ДОНСКОЙ ГОСУДАРСТВЕННЫЙ ТЕХНИЧЕСКИЙ УНИВЕРСИТЕТ» (ДГТУ)**

Факультет Информатика и вычислительная техника Кафедра Кибербезопасность информационных систем

# Практическое занятие № 1

на тему «Распознавание типов формальных языков и грамматик»

Выполнил обучающийся гр. ВКБ42

Приходько А. Р.

(Фамилия, Имя, Отчество)

Проверил:

доц. Пиневич Е. В.

(должность, Фамилия, Имя, Отчество)

Ростов-на-Дону

2023

**Цель:**

– закрепить понятия «алфавит», «цепочка», «формальная грамматика» и «формальный язык», «выводимость цепочек», «эквивалентная грамматика»;

– сформировать умения и навыки распознавания типов формальных языков и грамматик по классификации Хомского, построения эквивалентных грамматик.

**Задание 1**

1) Язык

**Задание 2**

Является грамматикой типа 0 (неограниченной грамматикой)

Является неукорачивающей грамматикой

Является контекстно-зависимой грамматикой

Является контекстно-свободной грамматикой

Является укорачивающей контекстно-свободной грамматикой

Не является регулярной грамматикой

**Задание 3**

def is\_unlimited\_grammar(grammar):

    for rule in grammar:

        if '->' not in rule:

            return 'Не является грамматикой типа 0 (неограниченной грамматикой)'

    return 'Является грамматикой типа 0 (неограниченной грамматикой)'

def is\_non\_shortening\_grammar(grammar):

    for rule in grammar:

        rule = rule.replace(' ', '')

        left\_part = rule.split('->')[0]

        right\_part = rule.split('->')[1]

        if ('ε' in list(left\_part) or 'ε' in list(right\_part)):

            return 'Не является неукорачивающей грамматикой'

        if (len(left\_part) <= len(right\_part) and len(left\_part) >= 1):

            pass

        else:

            return 'Не является неукорачивающей грамматикой'

    return 'Является неукорачивающей грамматикой'

def is\_context\_sensitive\_grammar(grammar):

    for rule in grammar:

        rule\_left\_part = rule.split('->')[0]

        if not any(char.isupper() for char in rule\_left\_part):

            return 'Не является контекстно-зависимой грамматикой'

        rule\_right\_part = rule.split('->')[1]

        index\_of\_upper\_char\_left = 0

        for i in range(len(rule\_left\_part)):

            if (rule\_left\_part[i].isupper()):

                index\_of\_upper\_char\_left = i

                break

        xi\_left = rule\_left\_part[:index\_of\_upper\_char\_left]

        index\_of\_upper\_char\_right = 0

        for i in range(len(rule\_left\_part)-1, 0, -1):

            if (rule\_left\_part[i].isupper()):

                index\_of\_upper\_char\_right = i

                break

        xi\_right = rule\_left\_part[index\_of\_upper\_char\_right+1:]

        # если в α есть терминал

        if any(char.islower() for char in rule\_left\_part[index\_of\_upper\_char\_left:index\_of\_upper\_char\_right+1]):

            return 'Не является контекстно-зависимой грамматикой'

        equality\_xi\_left = True

        if not (len(xi\_left) == 0):

            # сравниваем ξ1 и ξ1 в левой и правой частях правила

            equality\_xi\_left = rule\_right\_part[:len(xi\_left)] == xi\_left

        equality\_xi\_right = True

        if not (len(xi\_right) == 0):

            # сравниваем ξ2 и ξ2 в левой и правой частях правила

            equality\_xi\_right = rule\_right\_part[-len(xi\_right):] == xi\_right

        # проверяем равна ли γ (гамма) пустому значению

        len\_gamma\_more\_than\_one = len(xi\_left) + len(xi\_right) < len(rule\_right\_part)

        if ('ε' in list(rule\_left\_part) or 'ε' in list(rule\_right\_part)):

            return 'Не является контекстно-зависимой грамматикой'

        if not (equality\_xi\_left and equality\_xi\_right and len\_gamma\_more\_than\_one):

            return 'Не является контекстно-зависимой грамматикой'

    return 'Является контекстно-зависимой грамматикой'

def is\_context\_free\_grammar(grammar):

    for rule in grammar:

        rule\_left\_part = rule.split('->')[0]

        if any(char.islower() for char in rule\_left\_part):

            return 'Не является контекстно-свободной грамматикой'

        rule\_right\_part = rule.split('->')[1]

        if (rule\_right\_part == 'ε'):

            return 'Не является контекстно-свободной грамматикой'

    return 'Является контекстно-свободной грамматикой'

def is\_shortening\_context\_free\_grammar(grammar):

    for rule in grammar:

        rule\_left\_part = rule.split('->')[0]

        if any(char.islower() for char in rule\_left\_part):

            return 'Не является укорачивающей контекстно-свободной грамматикой'

    return 'Является укорачивающей контекстно-свободной грамматикой'

def is\_reg\_grammar(grammar):

    left\_flag = False

    for rule in grammar:

        rule\_left\_part = rule.split('->')[0]

        rule\_right\_part = rule.split('->')[1]

        if (rule\_right\_part == 'ε'):

            return 'Не является регулярной грамматикой'

        if any(char.islower() for char in rule\_left\_part):

            return 'Не является регулярной грамматикой'

        if any(char.isupper() for char in rule\_right\_part):

            index\_of\_upper\_char\_right = 0

            for i in range(len(rule\_right\_part)-1, 0, -1):

                if (rule\_right\_part[i].isupper()):

                    index\_of\_upper\_char\_right = i

                    break

            index\_of\_upper\_char\_left = 0

            for i in range(len(rule\_right\_part)):

                if (rule\_right\_part[i].isupper()):

                    index\_of\_upper\_char\_left = i

                    break

            if any(char.islower() for char in rule\_right\_part[index\_of\_upper\_char\_left:index\_of\_upper\_char\_right+1]):

                return 'Не является регулярной грамматикой'

            left\_part = rule\_right\_part[:index\_of\_upper\_char\_left]

            right\_part = rule\_right\_part[index\_of\_upper\_char\_right+1:]

            if (len(left\_part) > 0 and len(right\_part) > 0):

                return 'Не является регулярной грамматикой'

            if (len(left\_part) > 0):

                left\_flag = True

    if left\_flag:

        return 'Является леволинейной грамматикой'

    else:

        return 'Является праволинейной грамматикой'

grammar = ['S->aaAab', 'A->aAbb', 'A->aaab']

print(is\_unlimited\_grammar(grammar))

print(is\_non\_shortening\_grammar(grammar))

print(is\_context\_sensitive\_grammar(grammar))

print(is\_context\_free\_grammar(grammar))

print(is\_shortening\_context\_free\_grammar(grammar))

print(is\_reg\_grammar(grammar))

# Является грамматикой типа 0 (неограниченной грамматикой)

# Является неукорачивающей грамматикой

# Является контекстно-зависимой грамматикой

# Является контекстно-свободной грамматикой

# Является укорачивающей контекстно-свободной грамматикой

# Не является грамматикой типа 3

**Вывод:**

– закрепили понятия «алфавит», «цепочка», «формальная грамматика» и «формальный язык», «выводимость цепочек», «эквивалентная грамматика»;

– сформировали умения и навыки распознавания типов формальных языков и грамматик по классификации Хомского, построения эквивалентных грамматик.